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Abstract

The aim of this project is to apply reinforcement learning (RL) to a car-like robot.
Through RL the car should learn to drive a long some desired path. The learning
should be done by itself through changing the steering angle and the speed of the
car. The used methodology is an integration between the agent -controller- and its
environment, so the agent has a feedback from the environment that can be
received by a camera to detect the orientation of the car and a center point to drive
a round, with that feedback the agent would be able to adjust its algorithm or
policy followed. In our case we have chosen Q-Learning method as an approach

of reinforcement learning to be our agent algorithm.
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1.1 Introduction

In the last years the domain of mobile robotics is shifting from user-teleoperated systems to
autonomous or semi-autonomous systems. An autonomous robot is a robot that implements tasks
with a high degree of independence so that it can perform the tasks entrusted to it without human
intervention. This independency or self-learning came from many methods and algorithm which

is in our project derived from machine learning as a branch of artificial intelligence field.

Reinforcement leaning algorithm (RL) as a learning approaches, which allows a software agent to
automatically determine the ideal action that the robot has to do in order to maximize its
performance based on a feedback comes back from the robot sensor’s, hence the agent keep

updating its decisions to accomplish the desired behavior.

The advantage of this sort of learning that it needs no previous knowledge about its working
environment, the agent or the robot can learn about its environment through interacting with it.
Which makes a good alternative in the case of lack of information or training data that required to

be fed into the agent in order to achieve the learning process.

In this project we have designed an autonomous car to drive on a specific path using reinforcement

learning a self-learning strategy.

1.2 Project objective

This project aims to get a remote controlled (RC) car to maintain a circular motion around a
specific point autonomously. To achieve that the RC car must learn the best way to stay in that
track using reinforcement learning, and to improve its learning process a vision system has been
used to detect both of the position of the car and the desired center point, by using balls with
specific colors on these spots, after so the camera sends these taken images to personal computer
(PC) to process them, these processed data transferred later wirelessly into the microcontroller that
has the learning algorithm running on it, as a result of image processing the appropriate decision

is taken depends on the current reward value.



1.3 Project constraints

e Colored markers are used for defining the position of the obstacle and orientation of the
car.
o The algorithm is responsible on changing both of the steering angle and the throttle

commands of a car.
e Computer vision is used as feedback for the learning algorithm.

o The learning experiments of the car have to be in a limited area.

1.4 Literature review

The relevant contributions that have combined control theory and machine learning altogether are

illustrated in that section.

1.4.1 Based on machine learning autonomous car using raspberry-pi

Wang Zheng presents a self-driving car that was designed to drive on a path as shown in Figure
1.1 by using supervised learning of a neural network. This project contains two important
components raspberry-pi and raspberry-pi camera module. There are two modes: the first one is
training mode which the camera would provide images needed to train the neural network, and the
second one which is autonomous mode would provide the images to the trained model to predict

the movements and direction of the car [1].

Figure 1.1: Self-driving car[1]



1.4.2 Reinforcement learning for a self-balancing motorcycle

Madhu Govindarajan presents a balancing motorcycle as shown in Figure 1.2, this motorcycle
using RL to balance itself, which it balances for about 10 -15 seconds, but further training and
changing the incentives of the reward function can train it to balance longer, the Q-learning used

for avoiding any obstacles face it, moreover it can maneuver and drive along path [2].

Figure 1.2: A self-balancing motorcycle[2]

1.4.3 Control of a quadrotor with reinforcement learning

As shown in Figure 1.3 the quadrotor is controlled with a neural network trained using RL. By RL,
a network can be trained to directly map state to actuator command making any predefined control
structure obsolete for training. The algorithm is used for complicated tasks is conservative but
stable. Experiments show that policy network or the algorithm that the agent has developed can
react to step response relatively accurately. This algorithm needs ten seconds to reach the stability

after this test [3].

Figure 1.3: Throwing test of quadrotor([3]
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1.4.4 Robot motor skill coordination with EM-based reinforcement learning

In Figure 1. 4 the experimental setup for the Pancake-Flipping task is shown. The robot obtains a
new motor skill by learning the couplings across motor control variables. Firstly, the demonstrated
skill is encoded in a modified version of dynamic movement primitives (DMP) form which used
for the interaction connection information. Expectation-Maximization based RL is then used to
modulate the mixture of dynamical systems initialized from the user’s demonstration. The
approach is evaluated on a torque-controlled 7-DOF Barrett WAM robotic arm. From the
experiments, the robot learns two specific skills: a reaching task where the robot needs to adopt

the learned movement to avoid an obstacle, and a dynamic pancake-flipping task [4].

Figure 1.4: Pancake-flipping task[4]
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2.1 Introduction

This chapter reviews the used reinforcement learning algorithm (Q- Learning method). with

autonomous car to have a circular path.

2.2 Autonomous car

An autonomous car (self-driving car) is a vehicle that uses a set of sensors, cameras and the
artificial intelligent, to reach specified destinations without human involvement. To be fitled as
fully autonomous, it must be able to travel without human orders to preplanned destination.

This project presents an autonomous car learns by reinforcement learning how to move in a circular

motion around a center point as shown in Figure 2.1

Figure 2.1: The desired motion of our autonomous car[5]

To achieve that, the car was supported with sensors such as, ultrasonic to prevent any collisions
with obstacles or a wall, a camera used to keep updating the current position of the car in reference
to its center point and finally to achieve that desired motion an RL algorithm has been employed

as section 2.2 discusses.



2.3 Reinforcement learning

Reinforcement learning is the iterative process of an agent, learning to behave optimally in its
environment by interacting with it. Which means that the way the agent learns to achieve a goal
is by trying different actions in its environment and receiving positive or negative feedback also
called reward. RL is used in a diverse area of disciplines, including robotics, automatic control,

economics, and manufacturing.

In Figure 2.2, the process of reinforcement learning shows how the agent decides itself in the
absence of previous training data to reach the goal through a process of experimentation and back
rewards. whereas the agent receives a positive reinforcement reward signal when it makes an
action that produces the desired result or gives a one near to, and a negative reward when it does
not. Through this trial and error attempts, the agent can perform a better policy or trajectory to get

the highest reward [6].

State: s
Reward:r

Actions: a

Environment

Figure 2.2: The process of reinforcement learning[6]

So, at each step (t) the agent:

e [Executes an action a
e Receives a new state (current position) s

e Receives a scalar reward r

2.3.1 Q-Learning method

In this project, the algorithm of Q-Learning is chosen to find the optimal path without being
explicitly told the dynamics of the system. at time step t, the car state is s, the action chosen is a,
and the next state of the car ends up in after taking the action a. the Q value function represents
the equation shown in Eq.2.1, whereas Q(s, a) is the quality or usefulness for taking this action in

8



that current state, this is going to be saved as a matrix that the value function depend on the reward
R(s,a). y is being added to give a weight for either the current value of Q matrix or to trust its
future values more through a verity between 0-1, where 0 means trust your current Q-matrix totally
without give the future values any weight, and 1 means the whole weight goes to the future value
without taking the current reward in account. The fundamental idea behind reward is that the
learning agent is rewarded along the right path with increasing its value the agent knows that it
doing well with taking this action in that current state and vice versa in that way the learning
improves by time it will ended with a high reward value for achieving its goal [6].

Algorithm 1 Implementation of Q-Learning algorithm

1: procedure INITIALIZATION

2 initialize the learning parameter .
3: initialize the Q(S,a)matriz.

4 initialize the first state s.

5: loop:

6: apply an action a in state s

; find Reward - Sensor data

8: find Q value function for current index [s;[[a;].
9: move to next state §.
10: g =g
11: End loop.
12: End

Figure 2.3: Q-Learning algorithm[6]

Q(a,s) = R(s,a) + v * max, [Q(s',a’)] (2.1)
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3.1 Introduction

This section describes the architecture of this project, including the system components
(subsystems), and the function of each component then demonstrates the relation between these

elements that shown in Figure 3.1.

Figure 3.1: System architecture

As shown in Figure 3.1, the system consists of three integrated subsystems that perform altogether
to achieve the goal, these subsystems are: a RC car, a vision system and a personal computer (PC),
the first two subsystems are connected with each other through the PC. The RC car has a
microcontroller for controlling purposes in addition to making a better exploration of the learning
area, the PC has to be used in order to send the processed images that are taken by the vision
system of the car position and orientation to the learning algorithm, that position can be known by
distinguishing the detected balls that are located on specific locations on front and back sides of
car, this captured images can be transmitting wirelessly during the learning period between the
microcontroller and the PC system, through a wire between the camera and the computer.

It is worth mentioning that the microcontroller has the reinforcement algorithm where with each
updating of the taken images the RL algorithm updates its Q-value matrix so that the learning
improves with time with an indication of increasing or decreasing the values of Q-matrix [5].

11



3.2 Conceptual design

This section illustrates the overall process of visual servoing that states for taking the feedback
information extracted from the vision sensor in order to control the angle of the car. Figure 3.2

shows the steps that the leaning car is going through to accomplish its motion.

_______ Microcontroller
| Image
Bluetooth Wire
‘onnection Connection

Figure 3.2: Conceptual design

In Figure 3.2, the RL algorithm makes a random action presented by change the steering angle of
the car which yields a car motion in some spot, this new position is taken by the camera then sent
into the PC to be processed there, after that it process the position and orientation can be known.
The sequence is continued and take this information to convert it into a reward value or punishment
so that the RL can decide if that taken action was good or not. This action in that state is saved in
the history of learning process. After that the agent of the RL algorithm decides to take a new
action and get a new value of reward. If the value of the reward variable tends to decrease by time,
the RL algorithm realizes how bad it was taking that action or this sequence of actions and starts
to avoid repeating this action in this specific state. In this way a better performance can be

improved by time.

12



symbols indication:

- Ea: Error output from image process.0

- Vi Reward Value , which get negative or positive according to the car position.
- On: New Angle, that came from the RL.

- ®,: Output angle, we don’t measure because the servo has feedback system.

- Wa: desired angular velocity

- Wo: Output angular velocity

- Wn: Measured angular velocity

W : angular velocity

3.3 Components interfacing with microcontroller

This section illustrates the connection between the microcontroller, PC computer and capture

system which shown in Figure 3.3.

(((o

Digltal Signal

Digital Signal

Al | /O
——fp (NPUt
el (4 tPUT

Figure 3.3: The main subsystems

Figure 3.3 shows the connection of the camera-PC subsystems, this connection can be achieved
by a wiring cable, digital signal. The camera captures the image, after that the image is processed
to detects the position of the RC car and sends the data to the PC. The PC sends the processing
data back into the microcontroller that controls the car’s steering angle.

13



Brushless Motor

Voltage
e Signal
Voltage

Digital Signal Signal

&’ A:\v ) ————aly
g M

Xbee bluetoath

Voltage
Signal

Voltage Signal

Servo Motor

Al | /O
—— (NpUL
PC computer w— O tpUt

Figure 3.4: Components interfacing with microcontroller

As show in Figure 3.4, the connection of sensors, onboard Bluetooth with the PC, and actuators.
The figure shows two inputs and two outputs, the input components are: the encoder sensor and
Xbee bluetooth module that take the transferred data from the PC and send it into the
microcontroller. The output components are the steering angle of the servo motor and the velocity
of the DC motor which has two MOSFET to control its speed from the given Arduino voltage.

3.4 Q-Learning design

Q- Matrix, is the base of RL algorithm that we have chosen, which keeps updating its values in
order to make sure that the optimal quality of the exploration process reached, the car should learn
in terms of rewards and punishments. To get rewards it should move through states by choosing
actions randomly as shown in Figure 3.5 the number of arrows that come out from each state
represents the number of allowed actions, so the maximum number of actions is two, Also, the
circles represent the states of the car for each state we have different positions for each motors and
it moves from one state to another using action which is represented by arrows.

14



Action 0

S=0 =1 | S=2 . 8=3 ) i 0 T =5 S=6 | 5=7
e % = = — e e
Action 1

Figure 3.5: States and actions sequence of learning

3.5 Component selection

This section shows the selected components, the reason of selecting them, and other alternative

components.

3.5.1 RC car

Since the car is the main component in that project, we have chosen (WL toys A959-B 2.4G 1/18
4WD Vehicle 70KM/h High Speed [7]) as shown in Figure 3.6 for the following reasons:

This car is cheaper compared with other cars.

Its size is suitable to carry out experiments in places such as a room in the house or
laboratory, which means it does not need a specific space to operate in.

e [t has large range of speed (0- 70 Km/h).
e For the dynamic factors issue it has a suspension that makes the system damped.

e The car consists of a single DC brushed motor and a four-wheel drive tires (4WD) these
wheels are coupled mechanically together.

e The tires cause a small friction with the surface.

15



Figure 3.6: The chosen RC car[7]

3.5.1.1 RK-540PH brushed DC motor

The used brushed DC motor has nominal voltage six volt, at maximum efficiency its speed is 6088

revolution/minute, with current five ampere and output turqe is 22.2 N.m [8].

3.5.1.2 DC motor driver

Due to the large current that the motor consumes while it running from the source in Table 3.1, we
need to attach a compatible driver between the microcontroller and the motor otherwise the
Arduino would be damaged. The motor driver that came with the car cannot be used since the
manufacture company erased all names of the integrated circuits (ICs). The candidate's drivers

Wwere:

1. BT-2 (High current 30A DC motor driver)

This driver in Figure 3.7 uses two special half bridge (BTS 7960 chip), operating current 30A,
voltage 5-27V, motor forward and backward motion and a large size heat sink is mounted in.

16
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Figure 3.7: Block Diagram([9]

2. The IRF family MOSFET

This type of MOSFET has a large current operation, the IRF3205 can stand 110A and 55 V, and
however after many experiments this type of MOSFET was not compatible with our motor so we

have eliminated it.

3. The selected driver of the car

In that point we have decided to disassembly the car original driver that was came with it and use

its MOSFET, this one was working fine during the operation process.

3.5.1.3 Battery

The used lithium battery that operates the car has come with the car itself, to ensure that it can run

the motors and the Arduino properly in a specific time.

Now this is a calculation of the battery:

Total current of 2 serial pins with 40mA for each = 0.080 A
Total current of 6 Output pins with 20 mA for each=0.120 A

Total current of single DC motor = 0.005A
17



The current of single servo motor =0.100 A

The consuming power by the microcontroller is:

P=T*V

P=0.300 A*5V

P=1.5 Watt

The power of motors:

P=5A*6V

P=30 Watt

The total energy consumption in watt-hour for the car when it works for 1 hour

E=P*T = (1.5 +30) *1 = 31.5 Watt.hour

The total power supported by battery is:

P=I*V =1.5*%7.4 =11.1 Watt

Total Energy =P*T =11.1 Watt.hour

Since the battery runs the motors up to 20 mins, hence:

E=31.5* 0.33=10.39 Watt.hour

Which is less than the energy supported by the battery (that came with the RC car).

3.5.2 Microcontroller

The used controller as shown in Figure 3.8 is an Arduino Nano, due to its size in comparison with
other Arduino boards family, this one was a compatible with other project components that we

have chosen.
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Figure 3.8: Arduino nano[10]

3.5.3 Communication

As mentioned in this chapter, the PC communicates wirelessly with the Arduino which is located
on the car. Hence, three options show up here to communication part: Wi-Fi module, bluetooth

and Xbee.

Wi-Fi sends data along large distance with a high speed; however, its weight may have an effect
on our car. The weight is not that issue in the bluetooth option, however, it sends a smaller data
along limited distance compared to Wi-Fi but the real issue with it is that, many times there might
be a loss in the sending data which would damage the entire learning process. The Xbee did the
trick here. It sends a good size of data without disconnection for about more than 91m and a

compatible weight too [11].

3.5.4 Detection

Here we discuss the detection sensors to observe the car and other obstacles that are placed in the

learning arena.
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3.5.4.1 Ultrasonic and ladder

Ultrasonic and ladder sensors are close to each other, Ladder measures distance to a target using
pulsed laser light and measuring the reflected pulses. Ultrasonic sends a high-frequency sound
pulse then measures the time that the echo of the sound takes to reflect back.

These two sensors shown in Figure 3.9 will not be chosen since we do not have a rigid body to

move around as a center however it is a point that has no observable height to be detected by these

SEensors.

Figure 3.9: Ultrasonic and Ladder modules[12]

3.5.4.2 Infrared IR sensor

To protect the car from collisions with any obstacle or wall an IR sensor is used due to its good
specification from high sensitivity to the objects and its accuracy then the low-cost property

compared to ladder sensor. that shown in Figure3.10.

Figure 3.10:Infrared IR sensor[13]
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3.5.4.3 Capture system

We have used a camera to measure the distance between the car and center point in addition to the
orientation of the car too. The camera that we have chosen can cover the range of learning area
that the car is moving on. This one is not mounted on the car so we do not need to care about its

weight, only the resolution matters.

Two types of cameras have been used in Figure 3.10 and Figure 3.11 the first camera we used with
an accuracy for about 720P HD was not shown the balls clearly due to its low resolution, however,

the second one with a resolution of 1080P HD was a way better.

Figure 3.11: HD WEBCAM C270[14]

Figure 3.12: PRO WEBCAM[15]
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3.5.5 Personal computer

For processing the camera images in a high speed, a PC was used to do this task, an 17 core
processor with 8 RAM has been used in our PC, using a visual studio 2017 program to make the
vision coding part, the processed images were generating quickly with a fast recognition time for

any changing in the car position.
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CHAPTER 4

Mathematical model and simulation

4.1 Introduction
4.2 kinematic model

4.3 Simulation
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4.1 Introduction

This chapter demonstrates the robot kinematic model and is followed with the simulation, notes

that we confirm a bicycle model to simplify the calculations.

4.2 Kinematic model

Kinematic analysis is one of several models that can represents the system mathematical model
from its movement perspective, it is decoupled the equations from their dynamic such as torques
and forces and its properties like mass and center of gravity to focuses on the velocity caused by
these dynamics. Firstly, this section will start with an assumption of this system that the derivation
will be based on later, then it will define with an appropriate way the definition of the vehicle’s
coordinate and its world coordinates as a framework to be used throughout the rest of this chapter
and illustrate all other derivations grounded on kinematics aspect that will be used after that to

design the controller of the vehicle.

At the beginning, it is used to assume a four-wheels vehicle such as this car-like vehicle with a
bicycle approximation model, to simplify the system derivation either in kinematic or dynamic
mode by taking the advantage of the similarity between the car sides, left and right. This bicycle
model as shown in Figure 4.13 has a fixed rear wheel to the body and a front wheel rotate about

its vertical axis in order to steer the vehicle.

The system has two frameworks that can be represented in, the first one{V} is referred to the
vehicle’s frame which is called body coordinates, and the second frame {O} represents the world
coordinates [8]. From Figure 4.1, many variables in body coordinates can be demonstrated as

below:

y: is the steering angle of the front wheel, that makes the bicycle rotate about z-axis.
0: represents the yaw angle or the heading of the whole vehicle.

L: is the vehicle’s length, the longer this distance is, the wider the turning circle that the vehicle

can make about some reference point.

R1 & R2: are the turning radius that rear and front wheels make respectively with the intersection
of the dashed lines at the instantaneous center of rotation ICR, whereas the wheels cannot move
along these dashed lines, and the vehicle make this point as its instantaneous reference to the steady

state cornering that the car makes a path with a constant curvature surrounds it.
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{0}

Figure 4.1: Kinematic bicycle model approximation of the vehicle

the velocities of the body frame are shown in Eqn (4.1), since mecanum wheels are not used here;
the vehicle is roll only in the x-direction and has no slip slideway in the y-direction.

4.1)

yp=0 4.2)

Since the motor is located in the rear part of the vehicle, hence the angular velocity of the vehicle

is equal to:

0 v L
0 = —,where Ry =
Rq tany

4.3)
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It can be noticed that the turning circle would be increase by increasing the length of the vehicle.
Also. the maximizing in the value of the steering angle would minimize the R,value, but still

constraints with steering mechanical limitations.

The equation of motion of the kinematic model for rear wheel can be represented by a combination

of the velocities in the world frame {O}, and Eqn 4.3 to get:

i vcosO 0

: vsind 0

YV v

0 gtany 0 (4.4)
4 0 w,

This equation represents the kinematic model that concerned with the velocities as shown in Eqn

4.4. 6 denoted to the turning rate or the angular velocity that can be measured by a gyroscope or
a capture system. For the front wheel its kinematics model can be presented as in Eqn 4.5

vcosO cosy 0

* vsinfcosy 0
Y| v
6 L any 0 4.5)

4.3 Simulation

This section deals with the simulation of the vehicle from a kinematic perspective. Three cases
have been highlighted here; the behavior of a bicycle model depending on some speed and
orientation, move the robot to a point and lastly reinforce it to follow a desired trajectory which is
in this project, is a circular one. Robotics toolbox has used to perform this simulation.

4.3.1 Bicycle model

The first case aims to detect the behavior of the bicycle while moving with some constant speed
and steering angle at Figure 4.3 and Figure 4.4 for both front and rear wheels. The implementation
of this model that has been derived in Eqn 4.4 which is shown in details at Figure 4.2, with two
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inputs entered into the system; the linear velocity v of the wheels and the steering angle y [9]. In
the model also, velocity, acceleration and steering angle limiters has been added to the system
which came from the system constraints itself, as the mechanical limitations for the steering angle,
likewise to the allowed speed of the car. The simulation done with 1 m/s speed and 0.3 rad, that is
equal to 17.18 degrees, where the assumption made on maximum 18 degree that the wheel allows

to rotate with.
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Figure 4.2: Bicycle model
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Figure 4.6: Rear wheel response as a function of time at 1 m/s

In Figure 4.5, the front wheel rotates with 0.49 rad, 1 m/s and reached 0.9 m in y-direction as
shown in the first response, that transition action attached with changes in the yaw angle and the
steering angle that shown in both second and third responses respectively in the same figure then
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goes back into its steady state. However, the positions from x and y were not indeed as desired,

hence the next section would solve that issue.
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Figure 4.7: The distance in y direction for both front and rear wheel
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Figure 4.8: The sideslip angle for both front and rear wheel
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4.3.2 Moving to a point

The consideration in that subsection is focused on how to move toward a goal point (x*,y*) in the
plane, therefore two controllers here can be added to the system, one is used to control the speed
and the other one to control the steering angle [8]. The speed controller is done by makes the

robot’s velocity proportional to its distance from the goal point.

v =l (8" = 02 + (v — ) (4.6)

To steer toward the goal, the relative angle of the vehicle is,

=

Then be used to make a proportional controller for the steering angle, this controller makes the

wheel turns toward its target.

Y=k, (0000), k,,>0 (4.8)

O : is a difference operator to get the angular difference between the target and the current value.

All these equations can be implemented by the model at Figure 4.9
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The response in Figure 4.10 shows how the bicycle moved into a goal, which was in this case [5,5]
from many starting poses (position and orientation) and how the controllers change the steering
and velocity parameters to perform such paths to get the desired position. some of these initial
poses makes the vehicle drive forward the goal as point [2,5] for instance, and another pose such

as [8,5] made the vehicle drive backward to catch the target.

4.3.3 Following a circular trajectory

In this case, the model designed to be able to track some trajectory based on pure pursuit algorithm
[12] this trajectory that the vehicles will follow might come from either real-time measurement
from system sensors or a sequence of coordinates generated by a motion planner. In this case the
goal (x*(t),y*(t) ) has updated along the path with a constant speed and keep the vehicle turn its
steering angle with a proper angle to make sure that the path is correctly tracked.

This case is similar to the previous one, the difference is that the target now is moving so by

maintains distance d* behind the pursuit point, the formulated error will be [1].

e=J(x* =)+ (y -y —d’ (4.9)

To be a certain that the car follows the path without steady state error; PI controller has been used

to control the velocity of the vehicle.

*=kye+ k[ edt (4.10)

The second controller used to steer the vehicle toward the moving target, by insert Eqn 4.7 into

the proportional controller of the steering angle.

y=k,(0006), k>0 4.11)
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The final model at Figure 4.11 demonstrates the equations above.
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Figure 4.11: Bicycle model of following a circular trajectory using pursuit algorithm
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By tuning k,=1 and k;=0.5, with 0.1 Hz frequency and 1 m radius of cornering; the response at

Figures 4.13 has resulted.
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Figure 4.13: Following trajectory in xy-plane.

In Figure 4.13 the vehicle starts moving from an initial position then tend to regulate its path to

accomplish the desired cornering radius which it was 1 meter.
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CHAPTER 5

Implementation and validation

5.1 Introduction

5.2 Project architecture
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5.1 Introduction

This chapter concerns with synergic employment of both the principles and the tools that have
been chosen in the theoretical part to work upon in that project. Figure 5.1 shows the main
categories from hardware and software that the accomplished work classified based on, through
this chapter, the assembled hardware illustrated first, follows by the software architecture.

Robot system

Vision system Mobile platform

3 On-board
Stereo camera Arduino RC car
computer

~ Motion ';ystem

Actuators

Sensors Processors

Figure 5.1: The project architecture

5.2 Project Architecture

This section shows the hardware parts of the car from actuators and drivers.

5.2.1 Hardware

The chosen car consists of two actuators, Direct current (DC) motor and servo, both for throttle
and steering respectively. A lithium battery also attached into the car as well to insure the capability
of motors to working at their rated values throughout the learning process on a real land. Figure

5.2 shows the gathering components altogether.

To control the vehicle an Arduino has been added, hence, we have provided each motor with its
compatible driver in order to interfacing the motors with microcontroller, because of a primary
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requirement for the operation of the controller is low voltage and small amount of current. But the

motors require a high voltage and current for its operation.

Figure 5.2: Car actuators[7]

The DC motor driver that represented in Figure 5.3 is used to interface the motor with the Arduino,
the one provided with the car itself has no serial number or any name of its components, no other
references as well, thus the circuit in Figure 5.3 has been made to accomplish this task.

' VRSP, 3.

Figure 5.3: BT-2 high current 30A DC motor driver
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For the servo motor, the provided one with the car consists of five wires, after making some
measurements on the wires we have found that this motor has no control or feedback driver that
has an amplifier integrated inside it to calculate the voltage difference between motor terminals
which causes the motor to rotate in the desired direction. To solve that issue, we have taken another
servo motor driver from Figure 5.4 and attached it into this motor, in that way we were able to take
three wires Vee, Gnd and a pulse wire. To connect them with the Arduino in order to control the

servo properly. The overall connection shown in Figure 5.5.

Output Spline
~

Drive Gears

Potentiometer

Figure 5.4: Servo structure.

Figure 5.5: The component connection in the car
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5.2.2 Software

This section shows the programs and the configurations that done in the practical work.

1. Xbee configuration

To communicate the PC with Arduino, we have used an Xbee. The configuration set from two
sides the Arduino to receive and the PC to transmit, the transmission configuration shown in Figure
5.6, and the receiving part of configuration has been illustrated in Figure 5.7,

Xbee configuration for coordinator(computer)

Product family: X824 Function set: XBEE 802.15.4 Firmware version: 10ef

~ Networking & Security
Modify networking settings

i~ CH Channel
i IDPANID
i DH Destination Address High

i DL Destination Address Low

i MY 16-bit Source Address
i SH Serial Number High

i SL Serial Number Low

i MM MAC Mode

i RR XBee Retries

i RN Random Delay Slots

| NT Node Discover Time

i NO Node Discover Options

i CE Coordinator Enable

i $C Scan Channels , ~ |sitfield

i SD Scan Duration [4 [exponem

i A1 End Device Assaciation joooobf} DT R ~|
i A2 Coordinator Association joobfo] v
I Al Association Indication 0

i EE AES Encryption Enable oRien =0 e

Figure 5.6: Xbee configuration for coordinates -computer side.
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roduct family: XB24

« Networking 8 Security
Mandify networking settings

2. Car communication testing

CH Channel

1D PAN ID

DH Destination Address High
DL Destination Address Low
MY '16-bit Source Address
SH Serial Number High

SL Serial Number Low

MM MAC Mode

RR XBee Retriac

RN Random Delay Slots

NT Node Discover Time
NO Naode Discover Options
CE Coordinator Enable

SC Scan Channels

SD Scan Duration

A1 End Device Association
A2 Coordinator Association
Al Assaciation Indication
EE AES Encryption Enable

Function set: XBEE 802.154

Firmware version: 10ef

I Xbee conifguration for the car

Ak

13A200
4076D5E2
802.15.4 + MaxStream header w/ACKS (0]

% 100 ms

| End Device (0]

TFFE

| Bittield

4

| exponent

0000b [0}
000b (0]

0

Disable (0]

Figure 5.7: Xbee configuration for Arduino side.

This windows application in Figure 5.8 has been made firstly to check the speed of connection
using the Xbee by taking orders from the PC application to send the commands into Arduino that
is placed on the car in this test, it shows the options of moving direction of the servo in addition to

the magnitude of that motion whether it was speed or steering angle.
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Autonomus Drifting Car Application
Direction of the car Magnitude of Speed and Angle

Speed

L Fonvmdv}

Angle
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COM Port ' S

Connection
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— %

L

Figure 5.8: Testing application.

3. Computer vision

The chosen camera was fixed above 2.4 m from the area that the car moving on, to be able to detect
the balls which are placed on the car that is shown in Figure 5.9, the taken photos are converted
into their binary format to make the observation of balls counters much easier and less noisy, this

process called Thresholding as shown in Figure 5.11.
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#° Original Image - O x

Figure 5.9: The original image taken.

& ° Thresholded image = D x

Figure 5.10: Detect the center point.
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Figure 5.11: The orange ball- front ball

Once we are able to detect the object contour, the centroid can be found instantaneously as in
Figure 5.10. Thus, we are able to detect the distance between any point on the car and the center
point. That what the 18th line in Figure 5.12 shows clearly, after finding the centroid of the balls,
two distances have to be calculated in order to determine the orientation of the car. The first
distance is between the center point and the front ball and the second distance is calculated between
the center and the back ball, now the difference between these two distances was sent to the
microcontroller in Figure 5.13 then the Arduino use this value as a reward inside the Q-Learning

algorithm.

44



5 i < thresholdl.rows; it++)
(int j = 83 j < thresholdl.cols; j++)

(thresholdl.at<uchar>(i, j) > (uchar) ©)

xsuml += i;
ysuml += 3;
countl =

}
(windowNamel, HSV1);
e(thresholdl, Point((ysuml / countl), (xsuml / countl)), 4@, Scalar(
inRange(HSV1, Scalar(4d, 86, 37), Scalar(255, : ), thresholdl);
i ow{windowName2, thresholdl);
dist = sqrt((pow((( (xsuml) / e(countl)) - €), 2) + (pow((( (countl)) - 2),
std::cout << dist <« "\n";

Figure 5.12: Determine the centroid of the detected object.

Figure 5.13: Sending distance data into the Arduino.

4. Q-Learning

As shown in Figure 5.14.The function set_Physical_State responsible of adding or subtracting five
degrees for servo motor and 20 PWM for throttle. The reward function receives the difference of
distance measured by the camera between the center point and the front ball placed on the car, if
that difference was in range of [0-5] then the reward would be increased otherwise its value going
to decrease, so that the learning algorithm realizes how bad it was taking that current action through

that state.
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nat int rollDelay = 200;
//allow time Zfor the agent to roll after it sets its physical state

mat flcat explorationMinutes = 1;

//this is the approximate exploraticn time in units of number cf times through the loop

at explorationConst = {expleraticnMinutes * §0.0) / ({Zleat{rcllDelay)) / 1000.0);
/ learning parameters for Q[8][2];

comnst I

int gamma=0.92;
int alpha=0.2;

veid loop()

while {Serizl.available()>0)
{

int error=Serizl.read():
tHt:

epsilon = sxp({-float{t) / explorationConst):
int a = Get_Action{):

Set_sPrime(a):

set_Physical State(a):

delav{rallDelay):

int Reward = Get_Reward():

look_Ahead Value = get Look Rhead():

gample = Reward + Gamma * look Ahead Value;

Qla]lla] = Q[=]1[a] + alpha * (sample - Q[s][al):
' 3 = 3 _prime;

< | i | ,

Figure 5.14: The implementation of Q-learning algorithm

o]

5. Results

The project objectives have been accomplished by firstly using balls to detect the car position
and the center point of rotation with a high-quality camera. Two balls were placed on the car
with two different colors in both front and rear spots and a processing code for the taken images
was also made to distinguish the colors of balls hence, determine their relative distances and
calculate the difference between the center point and one of the balls on the car. A Q-Learning
algorithm is made to be able to change the steering angle of the car to achieve the circular
motion by adding or subtracting eight degrees each time step whereas the allowed range of
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angles that the servo can make is 55-122 degrees due to its mechanical constraints. The whole
process is gathering between the Q-learning algorithm in the microcontroller and the vision
system by inserting the output of the camera which is the difference distance that we mentioned
before into the Q-learning algorithm as a continuous updated value to maintain the reward.
This operation of learning was done in a limited area which was a challenging part due to the
random motion at the beginning of learning that might drive the car out of the camera range.

After a number of experiments or episodes of learning at the beginning, the car starts to learn
how to drive correctly, firstly its motion tend to be some random movements and that is why
the ultrasonic was good in that part to ensure the car will not be harmed itself by crashing with
the wall during the learning process. After about five minutes it followed a track that is looked

like a circle this path was corrected after seven minutes to be a circle with 1.7 m diameter.

The algorithm of reinforcement learning has been made using C language on the
microcontroller. The used microcontroller was arduino due to its familiar environment of
programming and to different size of board that yields to decrease the putting weight on the
car. Whereas it pins used as follow:

1- Two pins for Bluetooth

2- Single PWM pin to control the motor speed which was fixed in our experiments

3- Single pin used for the servo motor

4- Double pins for the ultrasonic sensor to protect the car from crashing the walls

The issues that we have faced in our project was due to the high current in the car motor so we
have used a mosfet however, a high reversed current has generated and there was no diode able
to afford it because of the fast speed of discharging, so that circuit from resister and inductor
has been made to reduce the amount of the reversed current that damages the diode. Another
issue was in vision side, we were not able to detect the balls edges due to their size so we have
replaced them with bigger one. Also, the Xbee was not sending the negative values from the
camera code to the Arduino hence we have replaced it with a Bluetooth. The ultrasonic sensor
was used to turn the motor off whenever it has a distance of 10 cm from wall. An IR sensor
has a low response to detect the speed of motor rotation so we were not able to use it to measure
the speed of the motor likewise of the rotary encoder its drawbacks was due to its weight and

size that the car has no space to place it on.
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CHAPTER 6

Summary and future work

6.1 Summary

6.2 Future work
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6.1 Summary

In this project, a new approach of mobile robot learning is presented using a reinforcement learning
as a method of machine learning. The RL algorithm helped in solving the problem of motion
planning without having an explicit dynamical model of the robot, besides exploring the unknown
environment that the robot is located in, this method has successfully learned how to make the

desired trajectory though a process of reward and punishment during an exploration period.

Our focus was assigned into one of the branches of RL algorithms which is Q-Learning. This
algorithm has accomplished an efficient learning not only in regard to the taken learning time
which was less than 10 minutes, but also about the accuracy of the learned trajectory in comparison

with the desired one.

6.2 Future work

In this project an autonomous car has learned to move in some path that we assumed it as circular
track. The environment that the robot was exploring through has some limitations due to its space
means that we were not able to make the car move in a larger paths or trajectory due to the fixed
cameras above the arena. In future work we like to extend that area to mimic the real vehicle
driving conditions. Besides, the drift motion may be accomplished with powerful motors with their
driver and a bigger car than we have used in our project, to make sure that it will carry the whole
sensors and battery without affecting its learning process. This drifting could be around some fixed
point or another moving point in more challenging way. In regard to the capture system a Wii
camera can be chosen instead of our used camera which has an advantage over ours that it has no
need for image processing, besides that it can be cover more area easily by align it only, which is
on the contrary of the normal camera that has to be calibrated again. The sensors inside the Wii
such as a gyroscope and accelerometer can be used too as an alternative way to calculate the speed

and the orientation of the car.
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Appendix A: Q-Learning Code
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include <servo.h>

#define Inl 10 /1 if you put H-bridge
#define In2 11

#define PWM 6

Servo Ourservo;

float New_Distance = 0;
float Old_Distance = 0;
float Fn_Reward=0;
float final Angle;

float final Speed,;

float epsilon;

int alpha =0.01;

int Gamma = 0.92;

int error =555555;

//This servo moves up with increased angle
const int Position_States = 3;

float Initial Angle = 95;

float Servo Max = 110;

float Servo_Min = 80;

float Delta_Servo = (Servo_Max - Servo_Min) / (float(Position_States) - 1.0); //The change in
servo's angle when an action is performed on it

int sl = int((Initial Angle - Servo_Min) / Delta_Servo) - 1; //This is an integer between
zero and Position_States-1 used to index the state number of servo

float delayTimel =2.5 * Delta_Servo; ////that can be change -time 1 mean-
//throtle "DC motor"

const int Speed_States = 3;

float Initial Speed = 0;

float Speed Max = 70;
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float Speed Min = 60;

float Delta_Speed = (Speed_Max - Speed_Min) / (float(Speed_States) - 1.0); //The change in dc
speed when an action is performed on it

int s2 = (int(abs(Initial _Speed - Speed_Min) / Delta_Speed) - 1)-11; //This is an integer
between zero and Speed_States-1 used to index the state number of dc motor

float delayTime2 = 2.5 * Delta_Speed;
s
const int Total States = 9;
const int Total Actions = 4;
float Q[Total States][Total Actions;|
int s = int(s1 * Speed_States + s2;(
int sPrime = s;
void setup ()
{
pinMode(PWM, OUTPUT;(
pinMode(In1, OUTPUT;(
pinMode(In2, OUTPUT;(
Ourservo.attach(9;(
Ourservo.write(Initial Angle;(
analogWrite (PWM, Initial Speed;(
digital Write(InA1, LOW;(
digital Write(InB1, LOW;(
Serial.begin(9600;(}
{ int Get_Reward} ()
I
//*/Delta_Distance = Old_Distance - New_Distance
//if (abs(Delta_Distance) < ... || abs(Delta_Distance(.... <(
//Delta_Distance = 0;  //***Back///***
*/Old_Distance = New_Distance;

*/if (Old_Distance == New_Distance
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Fn_Reward;++
elsex
Fn_Reward/*;--
if (error <5)
Fn_Reward;++
else
Fn_Reward;--
return Fn_Reward;
{
int Get_Action()
}
int action;
float value;
float Max_value =-10000000.0;
int Max_action;
float Rand_value;
int allowed Actions[4] = { -1, -1, -1, -1;
boolean randomA ctionFound = false;
/I find the optimal action.
// Exclude actions that take you outside the allowed-state space.
if ((s1 + 1) !=Position_States(
}
allowed_Actions[0] = 1;
value = Q[s][0;]

if (value > Max_value(

}
Max_value = value;
Max_action = 0;
{1
if ((s1 '=0(
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}
allowed Actions[1]=1;
value = Q[s][ 1;[

if (value > Max_value(

Max_value = value;

Max_action = 1;

~—

if ((s2 + 1) != Speed_States(
}
allowed Actions[2] = 1;
value = Q[s][2;[

if (value > Max_value(

Max_value = value;
Max_action = 2;
{
{
if ((s2 1=0)
{
allowed_Actions[3] = 1;
value = Q[s][3;[

if (value > Max_ value(

Max_value = value;
Max_action = 3;

{

{

/I implement epsilon greedy



Rand_value = float(random(0, 101;((
if (Rand_value < (1.0 - epsilon) * 100.0(
// }choose the optimal action with probability 1-epsilon
action = Max_action;
{
else

}
while ('randomA ctionFound(

}

action = int(random(0, 4));  //otherwise pick an action between 0 and 3 randomly (inclusive),
but don't use actions that take you outside the state-space

if (allowed_Actions[action] ==1)

randomActionFound = true;

// action = aMax;
return (action);

}

void set_Physical State(int action)
}
if (action == 0){
final _Angle = Initial Angle + Delta_Servo;
wristServo.write(final Angle);
Initial Angle = final Angle;
delay(delayTimel);

{
else if (action == 1} (

final Angle = Initial Angle - Delta_Servo;

55



wristServo.write(final Angle);
Initial_Angle = final Angle;
delay(delayTimel);
{

else if (action == 2){
final Speed = Initial Speed + Delta_Speed
analogWrite(PWM, final Speed);
Initial_Speed = final Speed;
delay(delayTime2);

}

else {
final Speed = Initial Speed - Delta Speed;
analogWrite(PWM, final Speed;(
Initial _Speed = final Speed;
delay(delayTime2);

3
float get Look Ahead ()

{
float valMax = -100000.0;
float val;
if ((s1 + 1) != Position_States){
val = Q[sPrime][0];
if (val > valMax){

valMax = val;

J
if (s1 1= 0){
val = Q[sPrime][1];
if (val > valMax){

valMax = val;
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{
{
if ((s2 + 1) !=Speed_States){
val = Q[sPrime][2];
if (val > valMax){
valMax = val;
1
if (s2 1= 0)/{
val = Q[sPrime][3];
if (val > valMax){
valMax = val;
I’
return valMax;

}

const int rollDelay = 200; //allow time for the agent to roll after it sets its physical state
const float explorationMinutes = 1; //the desired exploration time in minutes

const float explorationConst = (explorationMinutes * 60.0) / ((float(rollDelay)) / 1000.0); //this is
the approximate exploration time in units of number of times through the loop

float look Ahead Value = 0.0;
float sample = 0.0;

inta=0;

inti=0;

mtt=0;

void loop()

}
while (Serial.available()>0(

}

int error=Serial.read;()

o+t
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epsilon = exp(-float(t) / explorationConst;(
int a = Get_Action;()
Set_sPrime(a;(
set Physical State(a;(
delay(rollDelay;(
int Reward = Get_Reward;()
look Ahead Value = get Look Ahead;()
sample = Reward + Gamma * look Ahead Value;
Q[s][a] = Q[s][a] + alpha * (sample - Q[s][a;([
/I Q[s][a]= Q[s][a] + alpha *[(Reward + Gamma * Q_max[s_prime][a_prime])- Q[s][a;[ [
$=s_prime;

if(t==2){ //need to reset Q at the beginning since a spurious value arises at the first
initialization (something from the rangefinder(..

initializeQ;()
printQ;()
{
/I Serial.println(a);
i
if (i==9} (
printQ;()
Serial.print(s);
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Appendix B: Car test application code
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using System;

using System.Collections.Generic;
using System.ComponentModel;
using System.Data;

using System.Drawing;

using System.Ling;

using System.Text;

using System.Threading. Tasks;
using System.Windows.Forms;
using System.IO.Ports;

using System.]O;

namespace application of car

}
public partial class CAR : Form
}
public CAR()
}
InitializeComponent;()
{
private void Right Click(object sender, EventArgs e(
}
serialPortl. Write("R;("
{
private void textBox1_TextChanged(object sender, EventArgs e(
}
{
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private void Form1_Load(object sender, EventArgs e(

}
String[] ports = SerialPort.GetPortNames;()
COMPORT.Items.AddRange(ports;(
{
private void button2_Click(object sender, EventArgs e(
}
try
}
serialPort]l.PortName = COMPORT . Text;
serialPort1.Open;()
progressBarl.Value = 100;
button2.Enabled = false;
button5.Enabled = true;
COMPORT.Text = "ON;"
{
catch (Exception err(
}

MessageBox.Show(err.Message, "Error", MessageBoxButtons.OK,
MessageBoxIcon.Error;(

button2.Enabled = true;
button5.Enabled = false;
COMPORT.Text = "OFF;"

~—
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-

private void forword_Click(object sender, EventArgs ¢(

serialPortl. Write("F;("

private void buttonl_Click(object sender, EventArgs e(

serialPortl. Write("L;("

private void button3_Click(object sender, EventArgs e(

serialPortl. Write("S;("

private void button5_Click(object sender, EventArgs e(

if (serialPort1.IsOpen(

serialPort1.Close;()
progressBarl.Value = 0;
button2.Enabled = true;
button5.Enabled = false;
COMPORT.Text = "OFF;"

private void button4_Click(object sender, EventArgs e(
}
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Appendix C: Camera code
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using System;

using System.Collections.Generic;
using System.ComponentModel;
using System.Data;

using System.Drawing;

using System.Ling;

using System.Text;

using System.Threading. Tasks;
using System.Windows.Forms;
using System.[O.Ports;

using System.lO;

namespace application_of car

}
public partial class CAR : Form
}
public CAR()
}
InitializeComponent;()
{
private void Right Click(object sender, EventArgs e(
H
serialPortl. Write("R;("
{
private void textBox1 TextChanged(object sender, EventArgs e(
}
{ private void Form1 Load(object sender, EventArgs e(
}
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String[] ports = SerialPort. GetPortNames;()
COMPORT.Items.AddRange(ports;(

~—

private void button2_Click(object sender, EventArgs e(

try

serialPortl.PortName = COMPORT. Text;
serialPort1.Open;()

progressBarl.Value = 100;
button2.Enabled = false;

button5.Enabled = true;

COMPORT.Text = "ON;"

{ catch (Exception err(

MessageBox.Show(err.Message, "Error",
MessageBoxIcon.Error;(

button2.Enabled = true;
button5.Enabled = false;
COMPORT.Text = "OFF;"

{
private void forword_Click(object sender, EventArgs e(
}
serialPortl. Write("F;("
{

private void buttonl_Click(object sender, EventArgs e(
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serialPortl. Write("L;("

private void button3_Click(object sender, EventArgs e(

serialPortl. Write("S;("

private void button5_Click(object sender, EventArgs e(

if (serialPort1.IsOpen(

serialPort1.Close;()
progressBarl.Value = 0;
button2.Enabled = true;
button5.Enabled = false;
COMPORT.Text = "OFF;"

private void button4_Click(object sender, EventArgs e(

~—
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Appendix D: Dynamic Model
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The dynamic model is another approach that used to implement the equation of motion in chapter
4 which describes the car’s behavior and take into account the torque and forces affected on the

system.

Fig A.1 demonstrates the free body diagram of the bicycle model approximation that has been
assumed in this work. So, in the body-coordinates there is many parameters that can be defined as

S0,

B : represents the yaw angle or the heading of the whole bicycle that rotates a bout z -axis at the

center of gravity point.

Fig A.1: Dynamic bicycle model approximation of the vehicle

- 6: Refers to steering angle of the front wheel, that makes the bicycle rotate about z-axis,
drift from x® where the vehicle’s forward direction.

- Tg: referred to the applied torque on the front wheel.

- Tg: referred to the applied torque on the rear wheel.

- Iy : the length between the center of front wheel and center of gravity

-l : the length between the center of rear wheel and center of gravity

- fij(i = F,Randj = x,y): denotes to the longitudinal and lateral friction forces at
the front and rear wheels, respectively [8].

69



4
B = atan(v) (A.2)

V,=Vcosp (A.3)
V, =Vsinp (A.4)

Based on Newton second law for linear motion at Eqn A.5 for x-axis, y-axis and the and

for angular motion about z-axis at Eqn A.6, by apply them into this system to get equations A.7,
A.8and A9

ZF =ma (A.5)

> M=t (A6)
fre€OS8 = fp sind+ fp = m(Vy — V,¥) (A.7)
freSin8+fp coss+fp = m(V, + V%) (A.8)
(fpycOS8+ fr, sind ) lp— fp ln = 13 (A.9)
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